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1 Introduction 
This document will outline the research undertaken for the 4th Software 
Development Final Year Project (FYP). This project was proposed by Dr. Chris 
Meudec and focuses on developing a fuzzer for the C programming language. 
 

2 Fuzzing 
Fuzzing is a method of testing software by using broken, random or un- 
usual data as an input into the software which is being tested. The idea of fuzzing is 
that it will find bugs and other issues, including memory spikes and leaks (temporary 
denial-of-service), buffer overruns (remote code execution), unhandled exceptions, 
read access violations (AVs), and thread hangs (permanent denial-of-service). These 
are issues that traditional software testing methods, such as unit testing, will not find 
as easily. There are some different types of fuzzing, such as white-box, grey-box and 
black-box fuzzing [3]. 
 

2.1 White-Box Fuzzing 
White-Box fuzzing, also known as smart fuzzing, is a technique that is used 
where the fuzzer is fully aware of the code structure and input variables. white-box 
fuzzing often leads to discovering bugs more quickly compared to grey-box and 
black-box fuzzing, but it can also be more computationally expensive as it needs to do 
an analysis of the codebase before running. 
 An example of a well known white-box fuzzer is SAGE [9], a white-box fuzz 
testing tool used for finding bugs in security vulnerabilities of software applications. It 
was designed by Microsoft Research. Unlike traditional black-box fuzzing that 
generates random inputs without any idea about program structure, SAGE analyses 
all possible code paths of the program using symbolic execution. Thus, SAGE creates 
inputs systematically in order to explore a lot of execution paths. This exposes bugs 
missed by other testing techniques. 

A case study done during development of ISA Server 2006 showed that 
one defect was found per 17 KLOC (thousand lines of code), a similar black- 
box fuzzer only found 30% of the defects that the white-box fuzzer found [3]. 
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2.2 Black-Box Fuzzing 
Black-Box fuzzing is a technique used to test software, analysing the software by 
sending random data to the software to discover an application’s bugs and 
vulnerabilities. The black-box fuzzer does not have any information about the 
inner-workings of the software, it only knows the input and output of the software. 
It is a sought-after testing technique as it will work in applications regardless of the 
programming language or the platform that the software is running on [1]. 
 A black-box fuzzer can typically get information about what the input to the 
fuzz target is through some of the following methods: 

- Protocol Specifications: If the fuzz target follows well known protocol 
standards such as HTTP or HTTPS, the fuzzer will create inputs that are based 
on the HTTP protocol. 

- Sample Inputs (Seed Files): black-box fuzzers will often start with a set of 
known valid inputs, also known as seed inputs. These inputs are then 
manipulated after each subsequent test execution. Some well known fuzzers, 
such as American Fuzzy Lop (AFL) use this method to improve code coverage 
during fuzz testing [10]. 

- Dynamic Analysis and Learning: Some sophisticated fuzzers interpret the 
application's responses to random inputs as a means to infer the structure of 
the expected inputs. This may include the capability of the fuzzer to learn from 
how the application was processing previous inputs, adaptively refining its test 
cases. For example, the Snipuzz framework uses message snippet inference to 
guide its fuzzing process [11]. 

2.3 Grey-Box Fuzzing 
Grey-Box fuzzing is a well-known and commonly used fuzzing technique that is used 
for testing software and finding vulnerabilities. Differing from white-box fuzzing, 
which can suffer from high computational needs since source code analysis is 
required, grey-box fuzzing is a very good middle-ground between white-box and 
black-box fuzzing [4]. 

Grey-Box fuzzing can also receive coverage feedback from the software, 
which can then be used to more efficiently traverse the software’s codebase 
to find bugs and vulnerabilities [2]. 
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3 Techniques Deep Dive 

3.1 Random Input Fuzzing 
The simplest implementation of a Fuzzer is a Random Fuzzer. This type of Fuzzer will 
generate a random string at a fixed or variable length which will then be used as the 
input for the software which we are testing. The method of random fuzzing is 
extremely efficient [13], but may struggle at producing inputs that do not cause errors 
[6]. 
Examples of random fuzzing would be: *&322h2k,b&(Gb2\|q&@ih 
 

3.2 Mutation Based Fuzzing 
Instead of generating completely random strings, we can use mutation based fuzzing. 
Most randomly generated inputs are always invalid, which is not ideal. Mutation 
Fuzzing will take a valid input at first, then with each subsequent execution, it will 
change, or mutate, the string slightly. This mutation is usually done by modifying one 
random character in the input. This approach is popular with fuzzing as it may cause 
the program to crash while only changing the input slightly, which is difficult to 
achieve with traditional testing [7]. 

Examples of mutation fuzzing would be: 
• Original Input: Hello World 
• Mutated Input 1: Hello Wzrld 
• Mutated Input 2: Hell1 Wzrld 
• Mutated Input 3: H;ll1 Wzrld 
• ... 
• Mutated Input N: Fr’1?.tOP4+ 

 

3.3 Coverage Guided Fuzzing 
Coverage based fuzzing will trace back the code coverage reached by each input fed 
to a program. The fuzzing engine will then decide which section of the next input 
should be modified (or mutated) to achieve the maximum amount of code coverage 
within its next test. 
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4 Benchmarking Overview 

4.1 Competitions 

4.1.1 Test-Comp 
Test-Comp (TC) is an annual international competition that focuses on determining 
the technological level of advanced software testing tools. The competition is made to 
do the following: 

- Assess the state of current automated software testing. 
- Give recognition to the developers of these tools by providing a platform for 

them. 
- Create a thorough set of benchmarking standards for software testing. 

Users are given a set of standardised benchmark programs that they can use during a 
training phase to prepare their tools. In the subsequent evaluation phase, these tools 
are executed on specific test tasks to measure their effectiveness in bug detection, 
code coverage, and runtime performance. The competition is organised and 
presented by the Test-Comp competition chair [12]. 

4.1.2 SV-Comp 
SV-Comp (SVC) is a software verification benchmark website. It runs an annual 
competition to test various different software verification tools which can be used in 
the software development lifecycle. It is mostly used to prove the correctness of a 
software verification tool while following formal specifications, but it seems that there 
are some fuzzers used in the competition. SVC does not seem like it will be a good 
candidate for testing the fuzzer as it is mostly used for the testing of verification tools, 
not fuzzers. A better alternative is Test-Comp, a software testing competition that is 
run by the same people who run SVC, but has a higher focus on software testing tools, 
including fuzzers, rather than software verification tools. 

5 Static Code Analysis 

5.1 Flex 
Flex [14] (Fast lexical analyser generator) is an open-source alternative to lex, another 
lexical analyser. Its sole purpose is to generate lexical analysers that can be used to 
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find specific symbols in large files as quickly as possible. Since we are working with 
defined problem files from an official benchmark, we can look for certain variable 
names that should show up somewhere in the problem files. Using the lexer, we can 
find how these symbols and/or variables are being used in the problem file and then 
using that information we can create the correct and expected inputs from the fuzzer. 
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